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Abstract—Our recently proposed certification framework for
bit-level k-induction-based model checking has been shown to
be quite effective in increasing the trust of verification results
even though it partially involved quantifier reasoning. In this
paper we show how to simplify the approach by assuming reset
functions to be stratified. This way it can be lifted to word-level
and in principle to other theories where quantifier reasoning is
difficult. Our new method requires six simple SAT checks and
one polynomial-time check, allowing certification to remain in
co-NP while the previous approach required five SAT checks
and one QBF check. Experimental results show a substantial
performance gain for our new approach. Finally we present and
evaluate our new tool CERTIFAIGER-WL which is able to certify
k-induction-based word-level model checking.

I. INTRODUCTION

Over the past several years, there has been growing interest
in system verification using word-level reasoning. Satisfiability
Modulo Theories (SMT) solvers for the theory of fixed-
size bit-vectors are widely used for word-level reasoning [1],
[2]. For example, word-level model checking has been an
important part of the hardware model checking competitions
since 2019. Given the theoretical and practical importance of
word-level verification, a generic certification framework for it
is necessary. As quantifiers in combination with bit-vectors are
challenging for SMT solvers and various works have focused
on eliminating quantifiers in SMT [2]–[4], a main goal of this
paper is to generate certificates without quantification.

Temporal induction (also known as k-induction) [5] is a
well-known model checking technique for verifying software
and hardware systems. An attractive feature of k-induction
is that it is natural to integrate it with modern SAT/SMT
solvers, making it popular in both bit-level model checking
and beyond [6]–[8], including word-level model checking.

Certification helps gaining confidence in model checking
results, which is important for both safety- and business-
critical applications. There have been several contributions
focusing on generating proofs for SAT-based model checking
[9]–[15]. For example [16] and [14] proposed an approach to
certify LTL properties and a few preprocessing techniques by
generating deductive proofs. In this paper, we focus on finding
an inductive invariant for k-induction. Unlike other SAT/SMT-
based techniques such as IC3 [17] and interpolation [18],
[19], k-induction does not automatically generate an inductive
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invariant that can be used as a certificate [20]. In previous
research [21], certification of k-induction can be achieved via
five SAT checks together with a one-alternation QBF check,
redirecting the certification problem to verifying an inductive
invariant in an extended model that simulates the original one.

At the heart of the present contribution is the idea of
reducing the certification method of k-induction to pure SAT
checks, i.e., eliminating the quantifiers. This enables us to
complete the certification procedure at a lower complexity, and
to directly apply the framework to word-level certification. We
introduce the notion of stratified simulation which allows us
to reason about the simulation relation between two systems.

This stratified simulation relation can be verified by three
SAT and a polynomial-time check. The latter checks whether
the reset function is indeed stratified. In addition, we present a
witness circuit construction which simulates the original under
the stratified simulation relation thus creating a simpler and
more elegant certification construction for k-induction.

While the previous work only focused on bit-level model
checking, we also lift our method to word-level by imple-
menting a complete toolsuite CERTIFAIGER-WL, where the
experiments show the practicality and effectiveness of our
certification method for word-level models.

II. BACKGROUND

This paper extends previous work in certification for k-
induction-based bit-level model checking [21]. In this section,
we present essential concepts and notations.

For the sake of simplicity we work with functions rep-
resented as interpreted terms and formulas over fixed but
arbitrary theories which include an equality predicate. We
further assume a finite sorted set of variables L where each
variable l ∈ L is associated with a finite domain of possible
values. We also include Boolean variables as variables with a
domain of {⊤,⊥}, for which we keep standard notations.

For two sets of variables I and L, we also write I, L
to denote their union. Given two functions f(V ), g(V ′)
where V ⊆ V ′ (represented as interpreted terms over our
fixed but arbitrary theories) we call them equivalent, written
f(V ) ≡ g(V ′), if for every assignment to variables in V
and V ′ that matches on the shared set of variables V , the
functions f(V ), g(V ′) have the same values. Additionally, we
use “≃ ” for syntactic equivalence [22], “→ ” for syntactic
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Fig. 1: An outline of the certification approach. Given some
value of k and a model C, C ′ is the resulting witness circuit.
The coloured area is specific to our approach for k-induction,
and the rest corresponds to the general certification flow.

implication, and “⇒ ” for semantic implication. To define
semantical concepts or abbreviations we stick to equality “= ”.
We use vars(f) to denote the set of variables occurring in the
syntactic representation of a function f .

In word-level model checking operations are applied to
fixed-size bit-vectors. We introduce the notion of word-level
circuits where we model inputs and latches as finite-domain
variables.

Definition 1 (Circuit). A circuit is a tuple C = (I, L,R, F, P )
such that:

• I is a finite set of input variables.
• L is a finite set of latch variables.
• R = {rl(L) | l ∈ L} is a set of reset functions.
• F = {fl(I, L) | l ∈ L} is a set of transition functions.
• P (I, L) is a function that evaluates to a Boolean output,

encoding the (good states) property.

By Def. 1 a circuit represents a hardware system in a fully
symbolic form. In order to talk about the reset functions of a
subset of latches L′′ ⊆ L, we also write

R(L′′) =
∧

l∈L′′

(l ≃ rl(L)).

The following four definitions are adapted from our previous
work [21] for completeness of exposition.

Definition 2 (Unrolling). For an unrolling depth m ∈ N,
the unrolling of a circuit C = (I, L,R, F, P ) of length m
is defined as Um =

∧
i∈[0,m)

(Li+1 ≃ F (Ii, Li)).

Definition 3 (Inductive invariant). Given a circuit C with a
property P , ϕ(I, L) is an inductive invariant in C if and only
if the following conditions hold:

1) R(L) ⇒ ϕ(I, L), “initiation”
2) ϕ(I, L) ⇒ P (I, L), and “consistency”
3) U1 ∧ ϕ(I0, L0) ⇒ ϕ(I1, L1). “consecution”

As a generalisation of the notion of an inductive invariant,
k-induction checks k steps of unrolling instead of 1. In the
following, to verify that a property is an inductive invariant,
we consider it as the special case of k-induction with k = 1
and ϕ(I, L) = P (I, L).

Definition 4 (k-induction). Given a circuit C with a property
P , P is called k-inductive in C if and only if the following
two conditions hold:

1) Uk−1 ∧R(L0) ⇒
∧

i∈[0,k)

P (Ii, Li), and “BMC”

2) Uk ∧
∧

i∈[0,k)

P (Ii, Li) ⇒ P (Ik, Lk). “consecution”

Definition 5 (Combinational extension).
A circuit C ′ = (I ′, L′, R′, F ′, P ′) combinationally extends a
circuit C = (I, L,R, F, P ) if I = I ′ and L ⊆ L′.

III. CERTIFICATION

In this section we introduce and formalise our certification
approach which reduces the certification problem to six SAT
checks and one polynomial stratification check.

The certification approach is outlined in Fig. 1. Intuitively,
a witness circuit is generated from a given value of k (pro-
vided by the model checker) and a model (either bit-level or
word-level). The witness circuit simulates the original circuit
while allowing more behaviours (we formally define it as the
stratified simulation relation). In practice, the witness circuit
would be required to be provided by model checkers as the
certificate in hardware model checking competitions.

We also perform a polynomial-time stratification check on
the witness circuit. The check requires that the definition of the
reset function is stratified, i.e., no cyclic dependencies between
the reset definitions of the variables exist. This is the case for
all hardware model checking competition benchmarks. Even
though cyclic definitions have been the subject of study in
several papers [23]–[25], they are usually avoided due to the
complexity of their analysis and subtle effects on semantics.

The approach in [21] can handle cyclic resets but at the
cost of QBF quantification, and thus [21] not being able to
be efficiently adapted to the context of word-level verification.
Furthermore, the witness circuit includes an inductive invariant
which serves as a proof certificate, which is verified by another
three SAT checks as defined in Def. 3.

We begin by defining stratified reset functions.

Definition 6. (Dependency graph.) Given a set of latches L
and a set of reset functions R = {rl | l ∈ L}, the dependency
graph GR has latch variables L as nodes and contains a
directed edge (a, b) from a to b iff a ∈ vars(rb) and rb ̸= b.

Latches with undefined reset value are common in applica-
tions. We simply set rb = b for some uninitialised latch b in
such a case (as in AIGER and BTOR) to avoid being required
to reason about ternary logic or partial functions. Thus the
syntactic condition “rb ̸= b” in the last definition simply avoids
spurious self-loops in the dependency graph for latches with
undefined reset values.

Definition 7. (Stratified resets.) Given a set of latches L, and
a set of reset functions R = {rl | l ∈ L}. R is said to be
stratified iff GR is acyclic.
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TABLE I: Summary of certification results for the bit-level TIP suite.

φinit φconsist φconsec φtrans φprop φreset

Benchmarks t1 t2 t1 t2 t1 t2 t1 t2 t1 t2 t1 t2

c.periodic 7.78 0.06 0.06 0.06 56.82 56.29 0.15 0.14 0.05 0.05 84.04 0.00
n.guidance1 0.19 0.01 0.01 0.01 3.73 3.79 0.12 0.12 0.01 0.01 1.21 0.00
n.guidance7 4.09 0.02 0.02 0.02 18.40 18.17 0.12 0.12 0.02 0.02 25.22 0.00
n.tcasp2 0.17 0.01 0.01 0.01 2.64 2.68 0.23 0.23 0.01 0.02 1.79 0.00
n.tcasp3 0.11 0.01 0.01 0.01 1.82 1.70 0.23 0.26 0.02 0.02 1.01 0.00
v.prodcell12 2.35 0.03 0.03 0.03 59.05 59.22 0.12 0.12 0.03 0.03 8.48 0.00
v.prodcell13 0.22 0.01 0.01 0.01 2.99 2.99 0.12 0.12 0.01 0.01 0.20 0.00
v.prodcell14 0.64 0.02 0.02 0.02 13.69 13.69 0.12 0.12 0.02 0.02 1.45 0.00
v.prodcell15 2.22 0.02 0.03 0.03 32.66 32.28 0.12 0.12 0.02 0.02 2.26 0.00
v.prodcell16 0.01 0.01 0.01 0.01 1.19 1.20 0.12 0.12 0.01 0.01 0.06 0.00
v.prodcell17 2.34 0.03 0.03 0.03 48.51 48.17 0.12 0.12 0.03 0.03 6.86 0.00
v.prodcell18 0.67 0.01 0.01 0.01 8.67 8.78 0.12 0.12 0.02 0.02 0.79 0.00
v.prodcell19 1.66 0.02 0.02 0.03 31.98 31.78 0.12 0.12 0.03 0.03 3.73 0.00
v.prodcell24 3.32 0.04 0.04 0.04 112.12 115.18 0.12 0.12 0.04 0.04 17.64 0.00

Columns report the benchmark names, and the time (in seconds) used for each SAT check by CERTIFAIGER (t1) and CERTIFAIGER++ (t2) respectively.
Interestingly, the SAT solving time for the new reset check is close to zero, which checks the equality of the reset functions between the shared set of

latches and the latches in the original circuit. This is because all latches in the benchmark set are initialized to ⊥, thus making the SAT checks rather trivial.

Definition 8. (Stratified circuit.) A circuit C = (I, L,R, F, P )
is said to be stratified iff R is stratified.

The stratification check can be done in polynomial time
using Def. 7 and it is enforced syntactically in the two
hardware description formats AIGER and BTOR2.

Definition 9. (Stratified simulation.) Given two stratified cir-
cuits C and C ′, where C ′ combinationally extends C. There
is a stratified simulation between C ′ and C iff,

1) rl(L) ≡ r′l(L
′) for l ∈ L, “reset”

2) fl(I, L) ≡ f ′
l (I, L

′) for l ∈ L, and “transition”
3) P ′(I, L′) ⇒ P (I, L). “property”

In essence, the crucial change here compared to the combi-
national simulation definition in [21] is the reset condition,
whose simplification was possible under the stratification
assumption. The above three conditions are encoded into
SAT/SMT formulas (φreset, φtrans, φprop in Fig. 1) which
are then checked by a solver for validity. In the rest of the
paper, we simply refer to the stratified simulation relation as
simulation relation. Proofs of the presented theoretical results
can be found in an extended version of this paper [26].

Theorem 1. Given two circuits C and C ′, where C ′ simulates
C. If C ′ is safe, then C is also safe.

Next, we introduce the witness circuit construction. This is
similar to the construction in [21] but differs in several details,
e.g., the reset function definition is stratified and significantly
simplified compared to [21].

Definition 10. (Witness circuit.) Given a circuit C =
(I, L,R, F, P ) and an integer k ∈ N+, its witness circuit
C ′ = (I ′, L′, R′, F ′, P ′) is defined as follows:

1) I ′ = I (also referred to as Xk−1),
2) L′ = Lk−1 ∪ · · · ∪ L0 ∪Xk−2 ∪ · · · ∪X0 ∪B where,

• Lk−1 = L, the other variables sets are copies of I
and L respectively with the same variable domains.

• B = {bk−1, · · · , b0} are Booleans.

3) R′ :

• for l ∈ Lk−1, r′l = rl(L
k−1).

• for l ∈ L0 ∪ · · · ∪ Lk−2 ∪X0 ∪ · · · ∪Xk−2, r′l = l.
• r′bk−1 = ⊤.
• for i ∈ [0, k − 1), r′bi = ⊥.

4) F ′ :

• for l ∈ Lk−1, f ′
l = fl(I

′, Lk−1).
• f ′

bk−1 = bk−1.
• for i ∈ [0, k − 1), li ∈ (Li ∪Xi ∪ {bi}), f ′

li = li+1.

5) P ′ =
∧

i∈[0,4]

pi(I
′, L′) where

• p0(I
′, L′) =

∧
i∈[0,k−1)

(bi → bi+1).

• p1(I
′, L′) =

∧
i∈[0,k−1)

(bi → (Li+1 ≃ F (Xi, Li))).

• p2(I
′, L′) =

∧
i∈[0,k)

(bi → P (Xi, Li)).

• p3(I
′, L′) =

∧
i∈[1,k)

((¬bi−1 ∧ bi) → R(Li)).

• p4(I
′, L′) = bk−1.

Here we extend a given circuit to a witness circuit, which
has k copies of the original latches and inputs, and additional k
latches of B that we refer to as the initialisation bits. We refer
to the {k− 1}th as the most recent, and the 0th as the oldest.
Intuitively the most recent copy unrolls in the same way as
the original circuit, with the older copies copying the previous
values of the younger copies. When all initialisation bits are
⊤, we say the machine has reached a “full initialisation” state.

Lemma 1. Given a circuit C with reset function R and its
witness circuit C ′ with reset function R′. If R is stratified,
then R′ is also stratified.

Theorem 2. Given a circuit C and its witness circuit C ′. C ′

simulates C.

We now present the main theorem of this paper.
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Fig. 2: Bit-level: the experimental results of the HWMCC 2010. The benchmark names are shown on the x-axis. The
time ratio on the y-axis is calculated by computing certification time divided by model checking time (ran on the model
checker McAiger [27]). The black dots in the graph are the results obtained from CERTIFAIGER++ and the grey dots are
from CERTIFAIGER. The straight line and the dashed line are the calculated means for CERTIFAIGER++ and CERTIFAIGER
respectively. As we can see from the plot, especially for the instances with certification time greater than 500 seconds, the
new implementation significantly improved the certification performance.

Theorem 3. Given a circuit C = (I, L,R, F, P ) and its
witness circuit C ′ = (I ′, L′, R′, F ′, P ′). P is k-inductive in
C iff P ′ is 1-inductive in C ′.

IV. IMPLEMENTATION AND EXPERIMENTAL EVALUATION

We implemented the proposed certification approach into
two complete toolkits [28]: CERTIFAIGER++ for bit-level,
and CERTIFAIGER-WL for word-level. We evaluate the per-
formance of our tools against several benchmark sets from
previous literature and the model checking competitions.

A. Bit-level

Our toolkit CERTIFAIGER++ extends the certification toolkit
CERTIFAIGER [21]. Note that the AIGER format only allows
stratified resets by default. All experiments were performed on
a workstation with an Intel® CoreTM i9-9900 CPU 3.60GHz
computer with 32GB RAM running Manjaro with Linux
kernel 5.4.72-1.

To determine the speedups of the new implementation
proposed in this paper, we performed experiments on the same
sets of the benchmarks used in [21]. The results are reported
in Table I. There are significant overall gains in the initiation
checks (φinit) as well as the reset checks (φreset). For the
initiation check which checks the invariant holds in all initial

states, the performance improvement is largely due to the
simplification of the reset functions in the new witness circuit
construction.

The results in Fig. 2 demonstrate that CERTIFAIGER++ in
general is much faster than CERTIFAIGER during the overall
certification process. Compared to CERTIFAIGER, CERTI-
FAIGER++ achieved overall speedups of 2.46 times. We ob-
serve performance gains in most benchmarks, as the previous
performance bottleneck for certain benchmarks is the QBF
solving time for the reset check. For other instances, the
bottleneck is the SAT solving time for the consecution check,
which is also improved due to a simpler reset construction (as
part of the inductive invariant).

B. Word-level

We further lifted the method to certifying word-level model
checking by implementing an experimental toolkit called
CERTIFAIGER-WL. CERTIFAIGER-WL follows the same archi-
tecture design as CERTIFAIGER++ and uses Boolector [29] as
the underlying SMT solver. All models and SMT encodings
are in BTOR2 [29] format, which is the standard word-level
model checking format used in hardware model checking
competitions.
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TABLE II: Summary of certification results word-level benchmarks from the HWMCC20

Benchmarks k #model #witness ModelCh. Certifi. Consec. Ratio
paper v3 256 35 12801 10.25 1.14 0.90 0.11
VexRiscv-regch0-15-p0 17 2149 43077 10.31 4.04 3.29 0.39
zipcpu-pfcache-p02 37 1818 105874 13.95 4.40 2.73 0.32
zipcpu-pfcache-p24 37 1818 105874 14.35 4.49 2.83 0.31
zipcpu-busdelay-p43 101 950 145466 15.29 6.14 3.86 0.40
dspfilters fastfir second-p42 15 6732 115388 16.11 14.80 12.96 0.92
zipcpu-pfcache-p01 41 1818 117434 18.33 6.34 4.47 0.35
dspfilters fastfir second-p10 11 6732 84348 24.56 9.76 8.44 0.40
zipcpu-busdelay-p15 101 950 145466 58.17 8.18 5.89 0.14
qspiflash dualflexpress divfive-p120 97 3100 394412 63.58 22.07 14.58 0.35
zipcpu-pfcache-p22 93 1818 267714 166.07 23.66 19.06 0.14
VexRiscv-regch0-20-p0 22 2149 55862 240.50 16.76 15.76 0.07
dspfilters fastfir second-p14 15 6732 115388 354.01 21.27 19.44 0.06
dspfilters fastfir second-p11 21 6732 161948 627.69 46.88 44.30 0.07
dspfilters fastfir second-p45 17 6732 130908 1094.11 30.14 28.06 0.03
VexRiscv-regch0-30-p1 32 2150 81464 1444.47 83.38 81.95 0.06
dspfilters fastfir second-p43 19 6732 146428 2813.61 58.02 55.69 0.02

To select the benchmarks presented, we first ran AVR with a timeout of 5000 seconds. We display the results here that are of particular interest with a
running time of more than ten seconds (there are 7 instances with k = 1 which were certified and solved under 0.2s). Columns report the benchmark names,

the value of k, the size of the model (measured in number of instructions) and the generated witness, the model checking time, and certification time (in
seconds). Additionally we list the time Boolector took to solve the consecution check, as well as the ratio of model checking vs. certification time. We only

list the consecution check (Consec.) here as it takes up the majority of the certification time.

Fig. 3: Word-level: model checking vs. certification time for the Counter example (with 500 bits) with increasing values
of k. For the experiments, we fixed the modulo bound at 32 and scaled the inductive depth up to 1000. The certification
time is significantly smaller than the model checking time. As the value of k increases, on average the certification time is
proportionally lower.

We ran benchmarks of the Counter example [21] on
AVR [30] to get the values of k. Fig. 3 shows the experimental
results obtained with CERTIFAIGER-WL under the same setting
as Section IV-A. Interestingly, the certification time is much
lower than the model checking time as can be seen in the
diagram, meaning certification is at a low cost.

In Table II we report the experimental results obtained
on a superset of the hardware model checking competition
2020 [31] benchmarks. We observe that the certification time is
much lower than model checking time. Including certification
would increase the runtime of AVR on the model checking
benchmarks by less than 6%.

V. CONCLUSION AND FUTURE WORK

We have presented a new certification framework which
allows certification for k-induction to be done by six SAT
checks and a polynomial-time check. We further lifted our
approach to word-level, and implemented our method in both
contexts. Experimental results demonstrate the effectiveness
and computational efficiency of our toolkits. The removal of
the QBF quantifiers has reduced the theoretical complexity of
the problem compared to [21] and also reduced the overall
runtime overhead of the certification. Additionally, in future
work we plan to obtain formally verified certificate checkers
by using theorem proving. Finally, how to certify liveness
properties is another important avenue of further research.
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